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Q1. MERGE SORT

#include <iostream>

#include <vector>

void merge(std::vector<int>& arr, int left, int mid, int right) {

    int n1 = mid - left + 1;

    int n2 = right - mid;

    std::vector<int> left\_half(n1);

    std::vector<int> right\_half(n2);

    for (int i = 0; i < n1; i++)

        left\_half[i] = arr[left + i];

    for (int j = 0; j < n2; j++)

        right\_half[j] = arr[mid + 1 + j];

    int i = 0, j = 0, k = left;

    while (i < n1 && j < n2) {

        if (left\_half[i] <= right\_half[j]) {

            arr[k] = left\_half[i];

            i++;

        } else {

            arr[k] = right\_half[j];

            j++;

        }

        k++;

    }

    while (i < n1) {

        arr[k] = left\_half[i];

        i++;

        k++;

    }

    while (j < n2) {

        arr[k] = right\_half[j];

        j++;

        k++;

    }

}

void mergeSort(std::vector<int>& arr, int left, int right) {

    if (left < right) {

        int mid = left + (right - left) / 2;

        mergeSort(arr, left, mid);

        mergeSort(arr, mid + 1, right);

        merge(arr, left, mid, right);

    }

}

int main() {

    std::vector<int> arr = {12, -5, 7, 2, 8, -3, 1, 0, -9, 4};

    mergeSort(arr, 0, arr.size() - 1);

    std::cout << "Merge Sorted Array: ";

    for (int num : arr) {

        std::cout << num << " ";

    }

    return 0;

}

**OUTPUT –**
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Q2.MAX HEAP

#include <iostream>

#include <vector>

void heapify(std::vector<int>& arr, int n, int i) {

    int largest = i;

    int left = 2 \* i + 1;

    int right = 2 \* i + 2;

    if (left < n && arr[left] > arr[largest])

        largest = left;

    if (right < n && arr[right] > arr[largest])

        largest = right;

    if (largest != i) {

        std::swap(arr[i], arr[largest]);

        heapify(arr, n, largest);

    }

}

void heapSort(std::vector<int>& arr) {

    int n = arr.size();

    for (int i = n / 2 - 1; i >= 0; i--)

        heapify(arr, n, i);

    for (int i = n - 1; i >= 0; i--) {

        std::swap(arr[0], arr[i]);

        heapify(arr, i, 0);

    }

}

int main() {

    std::vector<int> arr = {12, -5, 7, 2, 8, -3, 1, 0, -9, 4};

    heapSort(arr);

    std::cout << "Heap Sorted Array: ";

    for (int num : arr) {

        std::cout << num << " ";

    }

    return 0;

}

**OUTPUT—**
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Q3. Krushkal’s Algo.

#include <iostream>

#include <vector>

#include <algorithm>

class Edge {

public:

    int src, dest, weight;

    Edge(int s, int d, int w) : src(s), dest(d), weight(w) {}

};

class Graph {

public:

    int V;

    std::vector<Edge> edges;

    Graph(int vertices) : V(vertices) {}

    void addEdge(int src, int dest, int weight) {

        edges.push\_back(Edge(src, dest, weight));

    }

    void kruskalMST();

};

class DisjointSet {

public:

    int \*parent, \*rank;

    int n;

    DisjointSet(int n) {

        this->n = n;

        parent = new int[n];

        rank = new int[n];

        for (int i = 0; i < n; i++) {

            parent[i] = i;

            rank[i] = 0;

        }

    }

    int find(int u) {

        if (u != parent[u])

            parent[u] = find(parent[u]);

        return parent[u];

    }

    void unionSets(int x, int y) {

        int rootX = find(x);

        int rootY = find(y);

        if (rank[rootX] < rank[rootY])

            parent[rootX] = rootY;

        else if (rank[rootX] > rank[rootY])

            parent[rootY] = rootX;

        else {

            parent[rootY] = rootX;

            rank[rootX]++;

        }

    }

};

bool compareEdges(Edge a, Edge b) {

    return a.weight < b.weight;

}

void Graph::kruskalMST() {

    std::sort(edges.begin(), edges.end(), compareEdges);

    DisjointSet ds(V);

    std::cout << "Edges in the Minimum Spanning Tree using Kruskal's Algorithm:\n";

    for (Edge edge : edges) {

        int rootSrc = ds.find(edge.src);

        int rootDest = ds.find(edge.dest);

        if (rootSrc != rootDest) {

            std::cout << edge.src << " - " << edge.dest << "   Weight: " << edge.weight << "\n";

            ds.unionSets(rootSrc, rootDest);

        }

    }

}

int main() {

    Graph graph(9);

    graph.addEdge(0, 1, 4);

    graph.addEdge(0, 7, 8);

    graph.addEdge(1, 2, 8);

    graph.addEdge(1, 7, 11);

    graph.addEdge(2, 3, 7);

    graph.addEdge(2, 8, 2);

    graph.addEdge(2, 5, 4);

    graph.addEdge(3, 4, 9);

    graph.addEdge(3, 5, 14);

    graph.addEdge(4, 5, 10);

    graph.addEdge(5, 6, 2);

    graph.addEdge(6, 7, 1);

    graph.addEdge(6, 8, 6);

    graph.addEdge(7, 8, 7);

    graph.kruskalMST();

    return 0;

}

**OUTPUT—**
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PRIM’s ALGO.

#include <iostream>

#include <vector>

#include <climits>

class Graph {

public:

    int V;

    std::vector<std::vector<int>> adjMatrix;

    Graph(int vertices) : V(vertices) {

        adjMatrix.resize(V, std::vector<int>(V, 0));

    }

    void addEdge(int src, int dest, int weight) {

        adjMatrix[src][dest] = weight;

        adjMatrix[dest][src] = weight;

    }

    void primMST();

};

int minKey(std::vector<int>& key, std::vector<bool>& mstSet) {

    int min = INT\_MAX, min\_index;

    for (int v = 0; v < key.size(); v++) {

        if (!mstSet[v] && key[v] < min) {

            min = key[v];

            min\_index = v;

        }

    }

    return min\_index;

}

void Graph::primMST() {

    std::vector<int> parent(V, -1);

    std::vector<int> key(V, INT\_MAX);

    std::vector<bool> mstSet(V, false);

    key[0] = 0;

    for (int count = 0; count < V - 1; count++) {

        int u = minKey(key, mstSet);

        mstSet[u] = true;

        for (int v = 0; v < V; v++) {

            if (adjMatrix[u][v] && !mstSet[v] && adjMatrix[u][v] < key[v]) {

                parent[v] = u;

                key[v] = adjMatrix[u][v];

            }

        }

    }

    std::cout << "Edges in the Minimum Spanning Tree using Prim's Algorithm:\n";

    for (int i = 1; i < V; i++)

        std::cout << parent[i] << " - " << i << "   Weight: " << adjMatrix[i][parent[i]] << "\n";

}

int main() {

    Graph graph(9);

    graph.addEdge(0, 1, 4);

    graph.addEdge(0, 7, 8);

    graph.addEdge(1, 2, 8);

    graph.addEdge(1, 7, 11);

    graph.addEdge(2, 3, 7);

    graph.addEdge(2, 8, 2);

    graph.addEdge(2, 5, 4);

    graph.addEdge(3, 4, 9);

    graph.addEdge(3, 5, 14);

    graph.addEdge(4, 5, 10);

    graph.addEdge(5, 6, 2);

    graph.addEdge(6, 7, 1);

    graph.addEdge(6, 8, 6);

    graph.addEdge(7, 8, 7);

    graph.primMST();

    return 0;

}

**OUTPUT—**
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**Q4.** Dijkstra Algo.

#include <iostream>

#include <vector>

#include <queue>

#include <limits>

class Graph {

public:

    int V;

    std::vector<std::vector<std::pair<int, int>>> adjList;

    Graph(int vertices) : V(vertices) {

        adjList.resize(V);

    }

    void addEdge(int src, int dest, int weight) {

        adjList[src].emplace\_back(dest, weight);

        adjList[dest].emplace\_back(src, weight); // Assuming the graph is undirected

    }

    void dijkstra(int start);

};

void Graph::dijkstra(int start) {

    std::vector<int> dist(V, std::numeric\_limits<int>::max());

    dist[start] = 0;

    std::priority\_queue<std::pair<int, int>, std::vector<std::pair<int, int>>, std::greater<std::pair<int, int>>> pq;

    pq.push({0, start});

    while (!pq.empty()) {

        int u = pq.top().second;

        pq.pop();

        for (const auto& neighbor : adjList[u]) {

            int v = neighbor.first;

            int weight = neighbor.second;

            if (dist[v] > dist[u] + weight) {

                dist[v] = dist[u] + weight;

                pq.push({dist[v], v});

            }

        }

    }

    std::cout << "Shortest distances from node " << start << ":\n";

    for (int i = 0; i < V; ++i) {

        std::cout << "Node " << i << ": ";

        if (dist[i] == std::numeric\_limits<int>::max())

            std::cout << "INF\n";

        else

            std::cout << dist[i] << "\n";

    }

}

int main() {

    Graph graph(6);

    graph.addEdge(0, 1, 2);

    graph.addEdge(0, 2, 4);

    graph.addEdge(1, 2, 1);

    graph.addEdge(1, 3, 7);

    graph.addEdge(2, 4, 3);

    graph.addEdge(3, 5, 1);

    graph.addEdge(4, 3, 2);

    graph.addEdge(4, 5, 5);

    int startNode = 0;

    graph.dijkstra(startNode);

    return 0;

}

**OUTPUT—**
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**Q5.** Bellman Ford Algo..

#include <iostream>

#include <vector>

#include <limits>

class Edge {

public:

    int src, dest, weight;

    Edge(int s, int d, int w) : src(s), dest(d), weight(w) {}

};

class Graph {

public:

    int V, E;

    std::vector<Edge> edges;

    Graph(int vertices, int edgesCount) : V(vertices), E(edgesCount) {}

    void addEdge(int src, int dest, int weight) {

        edges.push\_back(Edge(src, dest, weight));

    }

    void bellmanFord(int start);

};

void Graph::bellmanFord(int start) {

    std::vector<int> dist(V, std::numeric\_limits<int>::max());

    dist[start] = 0;

    for (int i = 1; i <= V - 1; ++i) {

        for (const Edge& edge : edges) {

            int u = edge.src;

            int v = edge.dest;

            int weight = edge.weight;

            if (dist[u] != std::numeric\_limits<int>::max() && dist[u] + weight < dist[v]) {

                dist[v] = dist[u] + weight;

            }

        }

    }

    // Check for negative weight cycles

    for (const Edge& edge : edges) {

        int u = edge.src;

        int v = edge.dest;

        int weight = edge.weight;

        if (dist[u] != std::numeric\_limits<int>::max() && dist[u] + weight < dist[v]) {

            std::cerr << "Graph contains negative weight cycle. Bellman-Ford algorithm cannot be applied.\n";

            return;

        }

    }

    std::cout << "Shortest distances from node " << start << ":\n";

    for (int i = 0; i < V; ++i) {

        std::cout << "Node " << i << ": ";

        if (dist[i] == std::numeric\_limits<int>::max())

            std::cout << "INF\n";

        else

            std::cout << dist[i] << "\n";

    }

}

int main() {

    Graph graph(5, 8); // 5 vertices, 8 edges

    graph.addEdge(0, 1, -1);

    graph.addEdge(0, 2, 4);

    graph.addEdge(1, 2, 3);

    graph.addEdge(1, 3, 2);

    graph.addEdge(1, 4, 2);

    graph.addEdge(3, 2, 5);

    graph.addEdge(3, 1, 1);

    graph.addEdge(4, 3, -3);

    int startNode = 0;

    graph.bellmanFord(startNode);

    return 0;

}

**OUTPUT—**
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**Q6.** Floyd-warshall Algo

#include <iostream>

#include <vector>

#include <limits>

class Graph {

public:

    int V;

    std::vector<std::vector<int>> adjMatrix;

    Graph(int vertices) : V(vertices) {

        adjMatrix.resize(V, std::vector<int>(V, std::numeric\_limits<int>::max()));

        // Initializing the diagonal with zeros

        for (int i = 0; i < V; ++i) {

            adjMatrix[i][i] = 0;

        }

    }

    void addEdge(int src, int dest, int weight) {

        adjMatrix[src][dest] = weight;

    }

    void floydWarshall();

};

void Graph::floydWarshall() {

    for (int k = 0; k < V; ++k) {

        for (int i = 0; i < V; ++i) {

            for (int j = 0; j < V; ++j) {

                if (adjMatrix[i][k] != std::numeric\_limits<int>::max() &&

                    adjMatrix[k][j] != std::numeric\_limits<int>::max() &&

                    adjMatrix[i][k] + adjMatrix[k][j] < adjMatrix[i][j]) {

                    adjMatrix[i][j] = adjMatrix[i][k] + adjMatrix[k][j];

                }

            }

        }

    }

    std::cout << "Shortest paths between all pairs of vertices:\n";

    for (int i = 0; i < V; ++i) {

        for (int j = 0; j < V; ++j) {

            if (adjMatrix[i][j] == std::numeric\_limits<int>::max()) {

                std::cout << "INF ";

            } else {

                std::cout << adjMatrix[i][j] << " ";

            }

        }

        std::cout << std::endl;

    }

}

int main() {

    Graph graph(4);

    graph.addEdge(0, 1, 5);

    graph.addEdge(0, 2, 9);

    graph.addEdge(0, 3, 4);

    graph.addEdge(1, 0, 2);

    graph.addEdge(1, 2, 3);

    graph.addEdge(2, 3, 2);

    graph.addEdge(3, 1, 7);

    graph.addEdge(3, 2, 6);

    graph.floydWarshall();

    return 0;

}

**OUTPUT—**
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**Q7.** Binary Tree

#include <iostream>

class TreeNode {

public:

    int data;

    TreeNode\* left;

    TreeNode\* right;

    TreeNode(int value) : data(value), left(nullptr), right(nullptr) {}

};

class BinarySearchTree {

public:

    TreeNode\* root;

    BinarySearchTree() : root(nullptr) {}

    void insert(int value) {

        root = insertRecursive(root, value);

    }

    void preOrderTraversal() {

        std::cout << "Pre-order Traversal: ";

        preOrderRecursive(root);

        std::cout << std::endl;

    }

    void inOrderTraversal() {

        std::cout << "In-order Traversal: ";

        inOrderRecursive(root);

        std::cout << std::endl;

    }

    void postOrderTraversal() {

        std::cout << "Post-order Traversal: ";

        postOrderRecursive(root);

        std::cout << std::endl;

    }

private:

    TreeNode\* insertRecursive(TreeNode\* node, int value) {

        if (node == nullptr) {

            return new TreeNode(value);

        }

        if (value < node->data) {

            node->left = insertRecursive(node->left, value);

        } else if (value > node->data) {

            node->right = insertRecursive(node->right, value);

        }

        return node;

    }

    void preOrderRecursive(TreeNode\* node) {

        if (node != nullptr) {

            std::cout << node->data << " ";

            preOrderRecursive(node->left);

            preOrderRecursive(node->right);

        }

    }

    void inOrderRecursive(TreeNode\* node) {

        if (node != nullptr) {

            inOrderRecursive(node->left);

            std::cout << node->data << " ";

            inOrderRecursive(node->right);

        }

    }

    void postOrderRecursive(TreeNode\* node) {

        if (node != nullptr) {

            postOrderRecursive(node->left);

            postOrderRecursive(node->right);

            std::cout << node->data << " ";

        }

    }

};

int main() {

    BinarySearchTree bst;

    // Input numbers to build the BST

    int numbers[] = {50, 30, 70, 20, 40, 60, 80};

    // Build the BST

    for (int number : numbers) {

        bst.insert(number);

    }

    // Perform traversals

    bst.preOrderTraversal();

    bst.inOrderTraversal();

    bst.postOrderTraversal();

    return 0;

}

**OUTPUT—**
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**Q10.** Hamiltonian cycle.

#include <iostream>

#include <vector>

#include <algorithm>

class HamiltonianCycle {

public:

    HamiltonianCycle(int vertices);

    void addEdge(int src, int dest);

    void findHamiltonianCycle();

private:

    int vertices;

    std::vector<std::vector<int>> adjacencyMatrix;

    std::vector<int> path;

    bool isSafe(int v, int pos);

    bool hamiltonianCycleUtil(int pos);

};

HamiltonianCycle::HamiltonianCycle(int vertices) : vertices(vertices) {

    adjacencyMatrix.resize(vertices, std::vector<int>(vertices, 0));

    path.resize(vertices, -1);

}

void HamiltonianCycle::addEdge(int src, int dest) {

    adjacencyMatrix[src][dest] = 1;

    adjacencyMatrix[dest][src] = 1; // Assuming the graph is undirected

}

void HamiltonianCycle::findHamiltonianCycle() {

    path[0] = 0;

    if (hamiltonianCycleUtil(1)) {

        std::cout << "Hamiltonian Cycle found: ";

        for (int vertex : path) {

            std::cout << vertex << " ";

        }

        std::cout << path[0] << std::endl;

    } else {

        std::cout << "No Hamiltonian Cycle exists in the given graph.\n";

    }

}

bool HamiltonianCycle::isSafe(int v, int pos) {

    if (!adjacencyMatrix[path[pos - 1]][v]) {

        return false;

    }

    for (int i = 0; i < pos; ++i) {

        if (path[i] == v) {

            return false;

        }

    }

    return true;

}

bool HamiltonianCycle::hamiltonianCycleUtil(int pos) {

    if (pos == vertices) {

        return adjacencyMatrix[path[pos - 1]][path[0]] == 1;

    }

    for (int v = 1; v < vertices; ++v) {

        if (isSafe(v, pos)) {

            path[pos] = v;

            if (hamiltonianCycleUtil(pos + 1)) {

                return true;

            }

            path[pos] = -1;

        }

    }

    return false;

}

int main() {

    HamiltonianCycle graph(5);

    graph.addEdge(0, 1);

    graph.addEdge(0, 3);

    graph.addEdge(1, 2);

    graph.addEdge(1, 3);

    graph.addEdge(1, 4);

    graph.addEdge(2, 4);

    graph.addEdge(3, 4);

    graph.findHamiltonianCycle();

    return 0;

}

**OUTPUT—**

**![](data:image/png;base64,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)**

**Q9.** Knapsack Algo.

#include <iostream>

#include <vector>

class Knapsack {

public:

    static int knapsack(int W, const std::vector<int>& weights, const std::vector<int>& values);

};

int Knapsack::knapsack(int W, const std::vector<int>& weights, const std::vector<int>& values) {

    int n = weights.size();

    std::vector<std::vector<int>> dp(n + 1, std::vector<int>(W + 1, 0));

    for (int i = 1; i <= n; ++i) {

        for (int w = 1; w <= W; ++w) {

            if (weights[i - 1] <= w) {

                dp[i][w] = std::max(values[i - 1] + dp[i - 1][w - weights[i - 1]], dp[i - 1][w]);

            } else {

                dp[i][w] = dp[i - 1][w];

            }

        }

    }

    return dp[n][W];

}

int main() {

    std::vector<int> weights = {2, 3, 4, 5};

    std::vector<int> values = {3, 4, 5, 6};

    int maxWeight = 5;

    int maxValue = Knapsack::knapsack(maxWeight, weights, values);

    std::cout << "Maximum value for the knapsack with weight limit " << maxWeight << ": " << maxValue << std::endl;

    return 0;

}

**OUTPUT—**
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